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Ans 1(i)-

#include<stdio.h>

#include<stdlib.h>

typedef *struct* stack{

*int* size, top, \*s;

}stack;

*void* push(stack \**st*, *int* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*int* pop(stack \**st*){

*int* x = -1;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*int* peek(stack *st*, *int* *pos*){

*int* x = -1;

    if(*st*.top - *pos* + 1 < 0)

        printf("Invalid Position\n");

    else{

        x = *st*.s[*st*.top - *pos* + 1];

    }

    return x;

}

*int* stacktop(stack *st*){

    if(*st*.top == -1)

        return -1;

    else

        return *st*.s[*st*.top];

}

*int* isEmpty(stack *st*){

    if(*st*.top == -1)

        return 1;

    else

        return 0;

}

*int* isFull(stack *st*){

    if(*st*.top == *st*.size - 1)

        return 1;

    else

        return 0;

}

*void* display(stack *st*){

    printf("Stack: ");

    for(*int* i=0; i<=*st*.top; i++){

        printf("%d ", *st*.s[i]);

    }

    printf("\n");

}

*void* main(){

    stack st;

    printf("Enter size of the stack: ");

    scanf("%d", &st.size);

    st.top = -1;

    st.s = (*int* \*)malloc(sizeof(*int*)\*st.size);

    push(&st, 10);

    push(&st, 20);

    push(&st, 30);

    display(st);

    pop(&st);

    display(st);

}

Output-

![](data:image/png;base64,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)

Ans 1(ii)-

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

typedef *struct* Stack{

*int* size, top;

*int* \*s;

}stack;

*void* push(stack \**st*, *char* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*int* pop(stack \**st*){

*int* x = -1;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*int* peek(stack *st*, *int* *pos*){

*int* x = -1;

    if(*st*.top - *pos* + 1 < 0)

        printf("Invalid Position\n");

    else{

        x = *st*.s[*st*.top - *pos* + 1];

    }

    return x;

}

*int* stacktop(stack *st*){

    if(*st*.top == -1)

        return -1;

    else

        return *st*.s[*st*.top];

}

*int* isEmpty(stack *st*){

    if(*st*.top == -1)

        return 1;

    else

        return 0;

}

*int* isFull(stack *st*){

    if(*st*.top == *st*.size - 1)

        return 1;

    else

        return 0;

}

*int* isBalance(*char* \**exp*){

    stack st;

    st.size = sizeof(*exp*);

    st.top = -1;

    st.s = (*int* \*)malloc(sizeof(*int*)\*st.size);

    for(*int* i=0; *exp*[i]!=0; i++){

        if(*exp*[i]=='(')

            push(&st, *exp*[i]);

        else if(*exp*[i]==')'){

            if(isEmpty(st))

                return 0;

            pop(&st);

        }

    }

    return isEmpty(st)?1:0;

}

*int* prec(*char* *x*){

    if(*x*=='+' || *x*=='-')

        return 1;

    else if(*x*=='\*' || *x*=='/')

        return 2;

}

*int* isOperand(*char* *x*){

    if(*x*=='+' || *x*=='-' || *x*=='\*' || *x*=='/')

        return 0;

    else

        return 1;

}

*int* Eval(*char* \**postfix*){

    stack st;

    st.size = strlen(*postfix*);

    st.top = -1;

    st.s = (*int* \*)malloc(sizeof(*int*)\*st.size);

*int* i, x1, x2, r;

    for(i=0; *postfix*[i]!=0; i++){

        if(isOperand(*postfix*[i]))

            push(&st, *postfix*[i]-48);

        else{

            x2 = pop(&st);

            x1 = pop(&st);

            switch(*postfix*[i]){

                case '+':

                    r = x1+x2;

                    push(&st, r);

                    break;

                case '-':

                    r = x1-x2;

                    push(&st, r);

                    break;

                case '/':

                    r = x1/x2;

                    push(&st, r);

                    break;

                case '\*':

                    r = x1\*x2;

                    push(&st, r);

                    break;

            }

        }

    }

    return pop(&st);

}

*void* main(){

*char* postfix[20];

    printf("Enter expression: ");

    gets(postfix);

    printf("Evaluation: %d", Eval(postfix));

}

Output-

![](data:image/png;base64,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)

Ans 2(i)-

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

typedef *struct* Stack{

*int* size, top;

*char* \*s;

}stack;

*void* push(stack \**st*, *char* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*int* pop(stack \**st*){

*int* x = -1;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*int* isEmpty(stack *st*){

    if(*st*.top == -1)

        return 1;

    else

        return 0;

}

*int* palindrome(*char* *str*[]){

    stack st;

    st.top = -1;

    st.size = strlen(*str*);

    st.s = (*char* \*)malloc(sizeof(*char*)\*st.size);

*int* i=0;

    while(i<strlen(*str*)/2){

        push(&st, *str*[i]);

        i++;

    }

    if(strlen(*str*)&1)

        i++;

    while(*str*[i]!=0){

        if(*str*[i]==st.s[st.top])

            pop(&st);

        else

            break;

        i++;

    }

    return isEmpty(st);

}

*void* main(){

*char* str[20];

    printf("Enter a string: ");

    gets(str);

    printf("String: ");

    puts(str);

    if(palindrome(str))

        printf("String you entered is a Palindrome\n");

    else

        printf("String you entered is not a Palindrome\n");

}

Output-

![](data:image/png;base64,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)

Ans 2(ii)-

#include<stdio.h>

#include<stdlib.h>

typedef *struct* Stack{

*int* size, top;

*char* \*s;

}stack;

*void* push(stack \**st*, *int* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*int* pop(stack \**st*){

*int* x = -1;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*int* peek(stack *st*, *int* *pos*){

*int* x = -1;

    if(*st*.top - *pos* + 1 < 0)

        printf("Invalid Position\n");

    else{

        x = *st*.s[*st*.top - *pos* + 1];

    }

    return x;

}

*int* stacktop(stack *st*){

    if(*st*.top == -1)

        return -1;

    else

        return *st*.s[*st*.top];

}

*int* isEmpty(stack *st*){

    if(*st*.top == -1)

        return 1;

    else

        return 0;

}

*int* isFull(stack *st*){

    if(*st*.top == *st*.size - 1)

        return 1;

    else

        return 0;

}

*int* isBalance(*char* \**exp*){

    stack st;

    st.size = sizeof(*exp*);

    st.top = -1;

    st.s = (*char* \*)malloc(sizeof(*char*)\*st.size);

    for(*int* i=0; *exp*[i]!=0; i++){

        if(*exp*[i]=='(')

            push(&st, *exp*[i]);

        else if(*exp*[i]==')'){

            if(isEmpty(st))

                return 0;

            pop(&st);

        }

    }

    return isEmpty(st)?1:0;

}

*void* main(){

*char* exp[20];

    printf("Enter the expression: ");

    gets(exp);

    if(isBalance(exp))

        printf("Correctly paranthesized\n");

    else

        printf("Not paranthesized correctly\n");

}

Output-

![](data:image/png;base64,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)

Ans 4(i)-

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

typedef *struct* Stack{

*int* size, top;

*char* \*s;

}stack;

*void* push(stack \**st*, *char* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*char* pop(stack \**st*){

*char* x = 0;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*char* peek(stack *st*, *int* *pos*){

*char* x = 0;

    if(*st*.top - *pos* + 1 < 0)

        printf("Invalid Position\n");

    else{

        x = *st*.s[*st*.top - *pos* + 1];

    }

    return x;

}

*char* stacktop(stack *st*){

    if(*st*.top == -1)

        return -1;

    else

        return *st*.s[*st*.top];

}

*int* isEmpty(stack *st*){

    if(*st*.top == -1)

        return 1;

    else

        return 0;

}

*int* isFull(stack *st*){

    if(*st*.top == *st*.size - 1)

        return 1;

    else

        return 0;

}

*int* isBalance(*char* \**exp*){

    stack st;

    st.size = sizeof(*exp*);

    st.top = -1;

    st.s = (*char* \*)malloc(sizeof(*char*)\*st.size);

    for(*int* i=0; *exp*[i]!=0; i++){

        if(*exp*[i]=='(')

            push(&st, *exp*[i]);

        else if(*exp*[i]==')'){

            if(isEmpty(st))

                return 0;

            pop(&st);

        }

    }

    return isEmpty(st)?1:0;

}

*int* prec(*char* *x*){

    if(*x*=='+' || *x*=='-')

        return 1;

    else if(*x*=='\*' || *x*=='/')

        return 2;

}

*int* isOperand(*char* *x*){

    if(*x*=='+' || *x*=='-' || *x*=='\*' || *x*=='/')

        return 0;

    else

        return 1;

}

*char* \*intopost(*char* \**infix*){

*int* len = strlen(*infix*);

    stack st;

    st.top = -1;

    st.size = len;

    st.s = (*char* \*)malloc(sizeof(*char*)\*len);

*char* \*postfix = (*char* \*)malloc(sizeof(*char*)\*(len+1));

*int* i=0, j=0;

    while(*infix*[i]!=0){

        if(isOperand(*infix*[i]))

            postfix[j++] = *infix*[i++];

        else{

            if(prec(*infix*[i]) > prec(stacktop(st)))

                push(&st, *infix*[i++]);

            else

                postfix[j++] = pop(&st);

        }

    }

    while(!isEmpty(st)){

        postfix[j++] = pop(&st);

    }

    postfix[j] = 0;

    return postfix;

}

*void* main(){

*char* infix[20];

    printf("Enter expression: ");

    gets(infix);

*char* \*postfix = intopost(infix);

    puts(postfix);

}

Output-

![](data:image/png;base64,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)

Ans 4(ii)-

#include<stdio.h>

#include<stdlib.h>

#include<string.h>

*struct* Stack{

*int* top, size;

*int* \*s;

};

*struct* Stack\* create(*int* *max*){

*struct* Stack\* stack = (*struct* Stack\*)malloc(sizeof(*struct* Stack));

    stack->size = *max*;

    stack->top = -1;

    stack->s = (*int*\*)malloc(stack->size \* sizeof(*int*));

    return stack;

}

*int* isFull(*struct* Stack\* *stack*){

    if(*stack*->top == *stack*->size - 1)

        printf("Will not be able to push size reached\n");

    return *stack*->top == *stack*->size - 1;

}

*int* isEmpty(*struct* Stack\* *stack*){

    return *stack*->top == -1;

}

*void* push(*struct* Stack\* *stack*, *char* *item*){

    if (isFull(*stack*))

        return;

*stack*->s[++*stack*->top] = *item*;

}

*int* pop(*struct* Stack\* *stack*){

    if (isEmpty(*stack*))

        return 0;

    return *stack*->s[*stack*->top--];

}

*int* peek(*struct* Stack\* *stack*){

    if (isEmpty(*stack*))

        return 0;

    return *stack*->s[*stack*->top];

}

*int* checkIfOperand(*char* *ch*){

    return (*ch* >= 'a' && *ch* <= 'z') || (*ch* >= 'A' && *ch* <= 'Z');

}

*int* precedence(*char* *ch*){

    switch(*ch*){

        case '+':

            return 1;

        case '-':

            return 1;

        case '\*':

            return 2;

        case '/':

            return 2;

        case '^':

            return 3;

    }

    return -1;

}

*int* getPostfix(*char*\* *expression*){

*int* i, j;

*struct* Stack\* stack = create(strlen(*expression*));

    if(!stack)

        return -1 ;

    for(i = 0, j = -1; *expression*[i]; ++i)    {

        if (checkIfOperand(*expression*[i]))

*expression*[++j] = *expression*[i];

        else if (*expression*[i] == '(')

            push(stack, *expression*[i]);

        else if (*expression*[i] == ')'){

            while (!isEmpty(stack) && peek(stack) != '(')

*expression*[++j] = pop(stack);

            if (!isEmpty(stack) && peek(stack) != '(')

                return -1;

            else

                pop(stack);

        }

        else{

            while (!isEmpty(stack) && precedence(*expression*[i]) <= precedence(peek(stack)))

*expression*[++j] = pop(stack);

            push(stack, *expression*[i]);

        }

    }

    while (!isEmpty(stack))

*expression*[++j] = pop(stack);

*expression*[++j] = '\0';

}

*void* reverse(*char* \**exp*){

*int* size = strlen(*exp*);

*int* j = size, i=0;

*char* temp[size];

    temp[j--]='\0';

    while(*exp*[i]!='\0'){

        temp[j] = *exp*[i];

        j--;

        i++;

    }

    strcpy(*exp*,temp);

}

*void* brackets(*char*\* *exp*){

*int* i = 0;

    while(*exp*[i]!='\0'){

        if(*exp*[i]=='(')

*exp*[i]=')';

        else if(*exp*[i]==')')

*exp*[i]='(';

        i++;

    }

}

*void* InfixtoPrefix(*char* \**exp*){

*int* size = strlen(*exp*);

    reverse(*exp*);

    brackets(*exp*);

    getPostfix(*exp*);

    reverse(*exp*);

}

*int* main(){

    printf("Infix: ");

*char* expression[] = "((a/b)+c)-(d+(e\*f))";

    printf("%s\n",expression);

    InfixtoPrefix(expression);

    printf("Prefix: ");

    printf("%s\n",expression);

    return 0;

}

Output-

![](data:image/png;base64,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)

Ans 5-

#include <bits/stdc++.h>

using *namespace* std;

*bool* check(stack<*int*> &*a*, stack<*int*> &*b*)

{

    if (*a*.empty())

    {

*a*.push(*b*.top());

*b*.pop();

        return false;

    }

    else if (*b*.empty())

    {

*b*.push(*a*.top());

*a*.pop();

        return true;

    }

    else if (*b*.top() > *a*.top())

    {

*b*.push(*a*.top());

*a*.pop();

        return true;

    }

    else

    {

*a*.push(*b*.top());

*b*.pop();

        return false;

    }

}

*int* main()

{

*int* n;

    cout << "Enter N: ";

    cin >> n;

    stack<*int*> a, b, c;

    for (*int* i = n; i >= 1; i--)

    {

        a.push(i);

    }

*int* i = 0;

    if (n % 2 == 0)

    {

        while (i < pow(2, n))

        {

            if (i % 3 == 0)

            {

                if (check(a, c))

                {

                    cout << "move from a to c" << endl;

                }

                else

                {

                    cout << "move from c to a" << endl;

                }

            }

            else if (i % 3 == 1)

            {

                if (check(a, b))

                {

                    cout << "move from a to b" << endl;

                }

                else

                {

                    cout << "move from b to a" << endl;

                }

            }

            else

            {

                if (check(b, c))

                {

                    cout << "move from b to c" << endl;

                }

                else

                {

                    cout << "move from c to b" << endl;

                }

            }

            i++;

        }

    }

    else

    {

        while (i < pow(2, n))

        {

            if (i % 3 == 0)

            {

                if (check(a, b))

                {

                    cout << "move from a to b" << endl;

                }

                else

                {

                    cout << "move from b to a" << endl;

                }

            }

            else if (i % 3 == 1)

            {

                if (check(a, c))

                {

                    cout << "move from a to c" << endl;

                }

                else

                {

                    cout << "move from c to a" << endl;

                }

            }

            else

            {

                if (check(b, c)){

                    cout << "move from b to c" << endl;

                }

                else{

                    cout << "move from c to b" << endl;

                }

            }

            i++;

        }

    }

}

Output(i)-

![](data:image/png;base64,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)

Output(ii)-

![](data:image/png;base64,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)

Ans 6(i)-

#include<stdio.h>

#include<stdlib.h>

typedef *struct* Queue{

*int* size, front, rear, \*q;

}queue;

queue create(*int* *size*){

    queue q;

    q.size = *size*;

    q.front = q.rear = -1;

    q.q = (*int* \*)malloc(sizeof(*int*)\*q.size);

    return q;

}

*void* enqueue(queue \**q*, *int* *x*){

    if(*q*->rear == *q*->size-1)

        printf("Queue is Full\n");

    else{

*q*->rear++;

*q*->q[*q*->rear] = *x*;

    }

}

*int* dequeue(queue \**q*){

*int* x = -1;

    if(*q*->front == *q*->rear)

        printf("Queue is Empty\n");

    else{

*q*->front++;

        x = *q*->q[*q*->front];

    }

    return x;

}

*int* isEmpty(queue *q*){

    return (*q*.front==*q*.rear);

}

*int* isFull(queue *q*){

    return (*q*.rear == *q*.size-1);

}

*void* display(queue *q*){

    printf("Queue: ");

    while(*q*.front < *q*.rear){

*q*.front++;

        printf("%d ", *q*.q[*q*.front]);

    }

    printf("\n");

}

*void* main(){

*int* n;

    printf("Enter the size of the queue: ");

    scanf("%d", &n);

    queue qu = create(n);

    enqueue(&qu, 10);

    display(qu);

    enqueue(&qu, 20);

    display(qu);

    enqueue(&qu, 30);

    display(qu);

    enqueue(&qu, 40);

    display(qu);

    dequeue(&qu);

    display(qu);

    dequeue(&qu);

    display(qu);

    dequeue(&qu);

    display(qu);

}

Output-

![](data:image/png;base64,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)

Ans 6(ii)-

#include<stdio.h>

#include<stdlib.h>

typedef *struct* stack{

*int* size, top, \*s;

}stack;

stack st1, st2;

stack create(*int* *size*){

    stack st;

    st.size = *size*;

    st.top = -1;

    st.s = (*int* \*)malloc(sizeof(*int*)\*st.size);

    return st;

}

*void* push(stack \**st*, *int* *data*){

    if(*st*->top == *st*->size-1)

        printf("Stack Overflown\n");

    else{

*st*->top++;

*st*->s[*st*->top] = *data*;

    }

}

*int* pop(stack \**st*){

*int* x = -1;

    if(*st*->top == -1)

        printf("Stack Underflown\n");

    else{

        x = *st*->s[*st*->top];

*st*->top--;

    }

    return x;

}

*void* enqueue(*int* *key*){

    if(st2.top!=-1)

        while(st2.top!=-1)

            push(&st1, pop(&st2));

    push(&st1, *key*);

}

*int* dequeue(){

*int* x;

    if(st2.top==-1 && st1.top==-1)

        x=0;

    else if(st1.top==-1 && st2.top!=-1)

        x = pop(&st2);

    else{

        while(st1.top!=-1)

            push(&st2, pop(&st1));

        x = pop(&st2);

    }

    while(st2.top!=-1)

        push(&st1, pop(&st2));

    return x;

}

*void* display(stack *st*){

    printf("Stack: ");

    for(*int* i=*st*.top; i>=0; i--){

        printf("%d ", *st*.s[i]);

    }

    printf("\n");

}

*void* main(){

*int* n;

    printf("Enter the size of stack: ");

    scanf("%d", &n);

    st1 = create(n);

    st2 = create(n);

    enqueue(10);

    display(st1);

    enqueue(20);

    display(st1);

    enqueue(30);

    display(st1);

    enqueue(40);

    display(st1);

    dequeue();

    display(st1);

    dequeue();

    display(st1);

}

Output-

![](data:image/png;base64,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)

Ans 7(ii)-

#include<stdio.h>

#include<stdlib.h>

typedef *struct* Queue{

*int* size, front, rear, \*q;

}queue;

queue create(*int* *size*){

    queue q;

    q.size = *size*;

    q.front = q.rear = -1;

    q.q = (*int* \*)malloc(sizeof(*int*)\*q.size);

    return q;

}

*void* enqueuelast(queue \**q*, *int* *x*){

    if(*q*->rear == *q*->size-1)

        printf("Queue is Full\n");

    else{

*q*->rear++;

*q*->q[*q*->rear] = *x*;

    }

}

*void* enqueuefront(queue \**q*, *int* *x*){

    if(*q*->front == -1)

        printf("Queue is full\n");

    else{

*q*->q[*q*->front] = *x*;

*q*->front--;

    }

}

*int* dequeuefront(queue \**q*){

*int* x = -1;

    if(*q*->front == *q*->rear)

        printf("Queue is Empty\n");

    else{

*q*->front++;

        x = *q*->q[*q*->front];

    }

    return x;

}

*int* dequeuelast(queue \**q*){

*int* x = -1;

    if(*q*->rear == *q*->front)

        printf("Queue is Empty\n");

    else{

        x = *q*->q[*q*->rear];

*q*->rear--;

    }

    return x;

}

*void* display(queue *q*){

    printf("Queue: ");

    while(*q*.front < *q*.rear){

*q*.front++;

        printf("%d ", *q*.q[*q*.front]);

    }

    printf("\n");

}

*void* main(){

*int* n;

    printf("Enter the size of the queue: ");

    scanf("%d", &n);

    queue qu = create(n);

    enqueuelast(&qu, 10);

    display(qu);

    enqueuelast(&qu, 20);

    display(qu);

    enqueuelast(&qu, 30);

    display(qu);

    dequeuefront(&qu);

    display(qu);

    dequeuefront(&qu);

    display(qu);

    enqueuefront(&qu, 40);

    display(qu);

    enqueuefront(&qu, 50);

    display(qu);

    dequeuelast(&qu);

    display(qu);

    dequeuelast(&qu);

    display(qu);

}

Output-
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